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#### Abstract

Modeling techniques for animating legged figures are described which are used in the PODA animation system. PODA utilizes pseudoinverse control in order to solve the problems associated with manipulating kinematically redundant limbs. PODA builds on this capability to synthesize a kinematic model of legged locomotion which allows animators to control the complex relationships between the motion of the body of a figure and the coordination of its legs. Finally, PODA provides for the integration of a simple model of legged locomotion dynamics which insures that the accelerations of a figure's body are synchronized with the timing of the forces applied by its legs. CR Categories and Subject Descriptors: 1.3.7 [Computer Graphics|: Graphics and Realism: Animation. Additional Key Words and Phrases: motion control, computational modeling, manipulators, legged


 locomotion
## Introduction

The problems of animating articulated figures with multiple legs have long been a source of difficulty in the computer animation field. Joint angle interpolation between "key" joint positions is the most widely used method of animating jointed animals. This method fails to work, however, for cases in which the end of a limb must be constrained to move along a particular path - the interpolated joint positions of $i$ wo "key" leg positions planted on the ground will not, in general, remain on the groand (fig. 1).

Another difficulty is the sheer tedium of positioning "keys" for limbs containing many degrees of freedom. The animal shown in figure 2 possesses 9 degrees of freedom in each leg, 9 degees of freedom in the neck, and 18 degees of freedom in the "spine." An animator using a key joint system would have to manage positioning a total of 63 joints.

A further problem is that a walking or running figure is more than an assemblage of moving limbs - the coordination of legs, body and feet are functionally related in a complex fashion. The motion of the body of a figure and the timing and placement of legs are both kinematically and dynamically coupled.[20-36]

The approach taken in the design of the PODA system is to provide the animator with a computational model which facilitates the integration and direct control of the functional dependencies between
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different parts of a figure. An interactive menu-driven interface is used for both the incremental construction and behavioral control of animals possessing any number of legs composed of any number of joints. A strategy is implemented in which the figure's motion may be designed and manipulated at different levels of control. At the lowest level the animator may define and adjust the character of the movement of the legs and feet. At a higher level the animator may direct the coordination of the legs and control the overall motion dynamics and path of the body.

The primary goal of our efforts is to build a framework in which the synthesis of legged figure motion may be artistically conceived and controlled at increasingly higher levels of complexity and abstraction. In this regard, our initial efforts have been focussed on developing a general model for legged locomotion due to its importance to the execution of more complex motor skills, such as those which are required for dance and gymnastics[27].

In this first section we will outline the solution taken in PODA for the control of single limbs. This will set the stage for the discussion of the legged locomotion model which utilizes the limb control methods described.


## THE CONTROL OF LIMBS

Representing articulated limbs
In order to define the functionality of an arbitrary articulated figure, PODA has adopted the kinematic notation presented by Denavit and Hartenberg [3]. This specifies a unique coordinate system for every individual degree of freedom present in the figure. These degrees of freedom, whether rotary or prismatic, will be referred to as joints and the fixed interconnecting bodies as links. The four parameters used to define the transformation between adjacent coordinate systems are the length of the link $a$, the twist of the link $\alpha$, the distance between links $d$, and the angle between links $\theta$. The single variable associated with the transformation depends on the type of joint represented, that is $\theta$ for rotary or $d$ for prismatic joints (fig. 3).


Given the above definitions, it can be shown [12] that the transformation between adjacent coordinate frames $i-1$ and $i$ denoted by ${ }^{i-1} T_{i}$ is given by the homogeneous transformation:

$$
{ }^{i-1} T_{i}=\left[\begin{array}{cccc}
\vec{n} & \vec{a} & \vec{a} & \vec{p} \\
0 & 0 & 0 & 1
\end{array}\right]
$$

where

$$
\begin{array}{cl}
p_{x}=a_{i} \cos \theta_{i} & n_{x}=\cos \theta_{i} \\
p_{y}=a_{i} \sin \theta_{i} & n_{y}=\sin \theta_{i} \\
p_{z}=d_{i} & n_{z}=0 \\
o_{x}=-\cos \alpha_{i} \sin \theta_{i} & a_{x}=\sin \alpha_{i} \sin \theta_{i} \\
o_{y}=\cos \alpha_{i} \cos \theta_{i} & a_{y}=-\sin \alpha_{i} \cos \theta_{i} \\
o_{z}=\sin \alpha_{i} & a_{z}=\cos \alpha_{i}
\end{array}
$$

By repeatedly applying adjacent link transformations the relationship between any two coordinate systems $i$ and $j$ is easily obtained using

$$
{ }^{i} T_{j}={ }^{i} T_{i+1}{ }^{i+1} T_{i+2} \cdots{ }^{j-1} T_{j}
$$

The above equation permits any link of the figure, defined in its own coordinate frame, to be represented in any arbitrary reference or world coordinate frame. More importantly, it can be used to determine the number and characteristics of the degrees of freedom available for simulating coordinated movement.

## The Jacobian Matrix

Given the above framework, one can easily see that, given the state of the joint angle variables, we can compute the position of all of the links and arrive at the position of the end of the limb. This is called the forward kinematics problem. The reverse situation, that of computing the joint angles from the position of the end of the limb, is necessary if we wish to place a foot or hand in some desired place-what Korein and Badler have called "goal directed motion" [32]. This is called the inverse kinematics problem. The legged locomotion models in PODA rely heavily on the need for goal-directed motion: feet must be moved along trajectories, placed exactly at desired footholds and held in place as the body passes over them.

The solution of the inverse kinematics problem is the source of much of the difficulty in dealing with controlling articulated figures. A general solution for arbitrary articulated chains does not exist and even those that lend themselves to an analytic solution result in nonlinear equations [12|. Additional complications are incurred when redundant degrees of freedom are present.

The solution adopted by PODA is to linearize the equations about the current operating point. The six-dimensional vector representing an incremental change in position and orientation in three space of an arbitrary link is limearly related to the vector $\Delta \vec{\theta}$ by the Jacobian matrix $J$ through the equation

$$
\begin{equation*}
\Delta \vec{x}=J(\vec{\theta}) \Delta \vec{\theta} \tag{1}
\end{equation*}
$$

for changes which are sufficiently small. Thus by updating the Jacobian each cycle time, the advantages of a linear system are obtained. This allows the application of all of the techniques of solving linear equations to obtain the desired result (to be discussed in the next section). The use of Jacobians has long been a common practice in nonlinear control system theory and has been successfully applied in the field of robotics [18,19].

Due to its central nature in the animation of articulated figures, an efficient implementation for generating the Jacobian is essential to a viable systern. While there are may different techniques available, a particularly elegant method has been formulated with the use of screw motor variables [17]. A screw motor is characterized by the variables $\vec{\omega}$, the angular velocity of the screw axis, and $\vec{\mu}$, the velocity of a point attached to the screw axis which coincides with the origin of the world coordinate frame. In terms of these variables, the desired displacement of the foot may be expressed as

$$
\begin{align*}
\vec{\omega} & =R \vec{\omega}_{f} \\
\vec{\mu} & =R \vec{v}_{f}-\vec{\omega} \times \vec{p} \tag{2}
\end{align*}
$$

with the original foot displacement $\Delta \vec{x}$ given by

$$
\Delta \vec{x}=\left[\begin{array}{l}
\vec{v}_{f} \\
\vec{w}_{f}
\end{array}\right]
$$

where $R$ is the upper $3 \times 3$ rotation partition of the homogeneous transformation describing the desired point whose velocity is being specified and $\vec{p}$ is the position of this point given by the fourth column of its homogeneous transformation. It can be shown [16| that the Jacobian is given by

$$
J=\left[\begin{array}{cccc}
p_{1} \times a_{1} & p_{2} \times a_{2} & \ldots & p_{n} \times a_{n}  \tag{3}\\
a_{1} & a_{2} & \ldots & a_{n}
\end{array}\right]
$$

where $a_{i}$ and $p_{i}$ are the third and fourth columns, respectively, of the homogeneous transformation matrix ${ }^{0} T_{i-1}$. The first column of the $J_{a c o b i a n ~ i s ~ g i v e n ~ b y ~}^{x}$

$$
p_{1}=\left[\begin{array}{lll}
0 & 0 & 0
\end{array}\right]^{\top} \quad a_{1}=\left[\begin{array}{lll}
0 & 0 & 1
\end{array}\right]^{\top}
$$



Link Parameters Associoted With Link i

This formulation of the Jacobian allows a minimal amount of extra computation since the majority of the work has already been done in generating the homogeneous transformations required to display the object. This is in contrast with other techniques which do not express the Jacobian in the world coordinate frame [37].

## Inverting the Jacobian

Given a linear system by virtue of the Jacobian, we now need to invert the relationship represented by equation (1) in order to determine the required $\Delta \vec{\theta}$ to achieve a desired $\Delta \vec{x}$. Since we are dealing with arbitrary articulated figures, the Jacobian is in general not square and therefore its inverse is not. defined. To obtain a useful solution regardless of the rank of $J$, the pseudoinverse is applied. The pseudoinverse will be denoted by $J^{+}$and is the unique [13] matrix which satisfies the four properties:

$$
\begin{align*}
J J^{+} J & =J \\
J^{+} J J^{+} & =J^{+} \\
\left(J^{+} J\right)^{\top} & =J^{+} J \\
\left(J J^{+}\right)^{\top} & =J J^{+} \tag{4}
\end{align*}
$$

The advantages of using the pseudoinverse lie in that it returns the least squares minimum norm solution to equation (1). Thus it provides useful results in both the under and over determined cases. Other generalized inverses may also be applied $[1,2]$. An excellent overview concerning the pseudoinverse control of redundant manipulators as well as a geometric interpretation of the pseudoinverse using singular value decomposition is presented in \{7\}.

A number of different methods for calculating pseudoinverses have been discussed in the literature $[6,14]$. A discussion of the some of the numerical considerations involved in computing the pseudoinverse is presented by Noble [11]. The simplest expressions for a pseudoinverse appear for matrices known to be of full rank. For an $m \times n$ matrix $A$ of rank $r$, the expression for the pseudoinverse is given by

$$
A^{+}= \begin{cases}\left(A^{\top} A\right)^{-1} A^{\top} & \text { if } m>n=r \text { and }  \tag{5}\\ A^{\top}\left(A A^{\top}\right)^{-1} & \text { if } r=m<n\end{cases}
$$

The use of Gaussian elimination with pivoting removes the need for an explicit inverse calculation and results in a stable and efficient technique 'or computing the pseudoinverses under these conditions.

For matrices of unknown rank a recursive procedure for computing the pseudoinverse presented by Greville [4] may be used, the details of which are beyond the scope of this paper.

## Controlling Redundant Limbs in PODA

While the above section illustrates how the pseudoinverse can be used to obtain a useful solution to equation (1), for cases where redundant degrees of freedom exist, it is only one of an infinite number of solutions. The manner in which the animator is given the flexibility to determine which of the available solutions is most desirable is through a projection operator. It can be shown that shown [5] that the general solution of equation (1) is given by

$$
\begin{equation*}
\Delta \vec{\theta}=J^{+} \Delta \vec{x}+\left(I-J^{+} J\right) \vec{z} \tag{6}
\end{equation*}
$$

where $I$ is an $n \times n$ unity matrix and $z$ is an arbitrary vector in $\Delta \theta-$ space. Thus the homogeneous portion of this solution is described by a projection operator $\left(I-J^{+} J\right)$ that mads the arbitrary vector $\vec{z}$ into
the null space of the transformation. The physical interpretation of the homogeneous solution is illustrated in figure 4.

Thus by different choices for the vector $\vec{z}$, various desirable properties described in $\theta$-space can be achieved under the constraint imposed by exact achievement of the specified $\Delta \vec{x}$. One particularly aseful property is to keep joints as close as possible to some particular angles chosen by the animator. This is done [ $8 \mid$ by specifying the vector $\vec{z}$ in equation (6) to be

$$
\vec{z}=\nabla H
$$

with

$$
H=\sum_{i=1}^{n} \alpha_{i}\left(\theta_{i}-\theta_{c_{1}}\right)^{2}
$$

where $\theta_{i}$ is the $i$ th joint angle, $\theta_{c_{i}}$ is the center angle of the $i$ th joint angle, and $\alpha_{i}$ is a center angle gain value between zero and one. The equation may also be generalized for $H$ equal to any smooth function one wishes to minimize.

The center angles define the desired joint angle positions and their associated gains define their relative importance of satisfaction. From the animators point of view, the gains may be thought of as "springs" which define the stiffness of the joint about some desired center position. PODA provides interactive specification of center angles and gains as a means of controlling redundant degrees of freedom in the legs.

The implementation of this formulation can be incladed in the gaussian elimination procedure for computing the pseudoinverse if it is properly decomposed [7].


Figure 4

Homogeneous solution to the dacobian equation is the set of joint yelocities which cause no end effector motion.

## MODELING THE KINEMATICS OF LEGGED LOCOMOTION

The task of a kinematic model for legged locomotion is to coordinate the motion of the legs, feet and body in terms of their respective positions and velocities (Newtonian mechanical properties such as force and mass are not considered). The kinematic model must enable the animator to design the timing relationships between the legs and the character of the steps taken by each leg in accordance with the design of the body's trajectory, orientation and speed. Ideally, it should be easily adaptable to any extensions made in the dynamics domain.

## Gait Design in PODA

The model of locomotion implemented in PODA utilizes a number of parameters which are convenient for describing the gait of a figurethe terms and relations are derived from robotics research on walking machines [22-26].

A gait pattern describes the sequence of lifting and placing of the feet. The pattern repeats itself as the figure moves: each repetition of the sequence is called the gait cycle.

The time (or number of frames) taken to complete a single gait cycle is the period $P$ of the cycle.

The relative phase of leg $i, R_{i}$, describes the fraction of the gait cycle period which transpires before leg $i$ is lifted. The relative phases of the legs may be used to classify the well known gaits of quadrupedal animals (fig. 5).

During each gait cycle period any given leg will spend a percentage of that time on the ground-this fraction is called the duty factor of leg i. For example, the duty factor may be used to distinguish between the walking and running gaits of bipeds. Walking requires that the duty factor of the each of the legs exceed 0.5 since, by definition, the feet must be on the ground simultaneously for a percentage of the gait cycle period. Lower duty factors (less than 0.5 ) result in ballistic motion identified with running, wherein the entire body leaves the ground for some duration.


We will call the time a leg spends on the ground its support duration. The time spent in the air is the leg's transfer duration.

The stroke is defined as the distance traveled by the body during a leg's support duration. If we acknowledge that the foot must traverse the stroke during the transfer phase in order to "keep up" with the body, the stroke may alternatively be regarded as the length of the step taken by the leg over the ground (fig. 6a). The body may move over the ground plane in PODA, so the stroke in this context becomes the diameter of a circle in that plane (fig. 6b).


Leg Coordination
The following relationship holds between the legs and the body:

$$
\begin{equation*}
\text { supportDuration }=\frac{\text { stroke }}{\text { bodySpeed }} \tag{7}
\end{equation*}
$$

The above equation solves for the time (or number of frames) that each leg must spend on the ground. By definition we also have

$$
\text { dutyFactor }=\frac{\text { supportDuration }}{P}
$$

The amount of time which a leg spends in the air depends on both the leg speed and the arclength of the transfer phase trajectory. That is:

$$
\text { transferDuration }=\frac{\text { arcLength(transferTrajectory })}{\text { legSpeed }}
$$

During the gait cycle period $P$, a single leg will move through one cycle of support and transfer, hence we have:

$$
\begin{equation*}
P=\text { supportDuration }+ \text { transferDuration } \tag{8}
\end{equation*}
$$

for any leg $k$. In fact, one may imagine the period as a duration subdivided into support and transfer durations (fig. 7). The leg state at time $t$ may be determined as

$$
\begin{equation*}
\text { legState }=\left(\operatorname{legState}_{0}+t\right) \bmod P \tag{9}
\end{equation*}
$$

where

$$
\text { legState }_{3}=\left(R_{i}\right)(P)
$$

If the leg state is less than the support duration then the leg is in its support phase, otherwise the leg is in its transfer phase. Moreover, the time of foot placement accurs when the leg state equals zero and the foot liftoff occurs when the leg state is equal to the support duration (Gig. 7).

An animator using PODA may design gaits for figures having any number of legs by instantiating the parameters given above. The model makes sure that all the variables are updated according to functional dependencies, thereby freeing the animator to experiment with the variables of interest such as relative phase without worrying about the integrity of the other related variables.


Figure 7

Leg Support and Transfer Trajectories
Aside from the problem of coordinating the timing of the legs, one must design the motion of the step taken during the transfer phase and insure that the feet will remain planted on the ground during the support phase.

A step is specified in PODA by the desired trajectory of the feet and the center angles and gains on the joints (which may change dynamically). The curve which defines the foot trajectory is defined by a Catmull-Rom (interpolating) spline. Because the desired shape of the curve depends on the geometry of the leg, the control points of the spline are set by moving the foot of the leg. The animator may conceptualize the design of the step as the specification of "key leg positions," in the spirit of a key-framing system. In PODA, a key position records the position of the foot (as a control point in the spline) and the center angles and gains that are associated with that position. The animator manipulates the foot into each position using PODA's inverse kinematic procedures, and then, once the foot is in place, the joint angles may be adjusted using the center angle and gain parameters.

This approach is distinguished from key-framing or joint angle interpolation systems in that the goal of achieving the desired foot position in Cartesian space is primary-the foot will travel precisely along the smooth Catmull-Rom spline from foothold to foothold. By contrast, if we interpolate the the leg positions in joint space, there is no general means of either moving the foot along a curve or placing the foot at a particular place on the ground.

The problem of keeping the legs on the ground as the body translates and rotates is simplified due to PODA's inverse kinematic capability. The problem reduces to solving for the position of the foot in the leg's moving coordinate system so that it is identical to the placement of the foot in the previous frame's world coordinate system. (thereby keeping the foot stationary in the world). We we solve for this position using:

$$
\begin{align*}
& \text { Wordi } \xrightarrow[\text { prevFrameFoot }]{t-1} \text { ( Wordi } T_{\text {Hip }_{t-1}}\left(\text { Fip }_{\text {Foot }_{t-1}}\right) \tag{10}
\end{align*}
$$

## Directional Control of the Body

If the animator is to have supervisory control over the legged figure, a means for directing the body's full translational and rotational degree's of freedorn must be available. Given that all the legs are on the grofund, the problem may be solved using equation (10). The fundamental problem is to calculate footholds and plan the foot transfer trajectories between them so as to adapt to the desired body motion.

## Foothold and Transfer Traj ectory Planning

An important concept of foothold planning is the notion of a reference leg position[22]. This is the desired position of the leg in midstance or half way though the leg's support duration (fig. 10). The posture of an animal when all of its legs are in their reference positions may be regarded as the "standing" position of the animal (fig. 11).

The other key ingredient for the foothold calculation is the ability to predict the body's future positions. In PODA, the body's trajectory may be computed as a function of the desired body trajectory over the ground plane (a cubic spline designed by the animator) and dynamic constraints due the timing and force limitations of legs (to be discussed) before the precise footholds are chosen. Since the body's position is known in advance, it is possible to plan ahead in order step toward the next stable position


At the beginning of the leg transfer phase of leg $\imath$, say at frame $t$, we must compute the reference leg position in world space at frame $f_{1}$ as follows:

$$
\begin{align*}
& \text { World } \xrightarrow[\text { refLegPos }]{f_{4}}={ }^{\text {Worlid }} T_{\mathrm{Hi}_{\mathrm{I}_{1} / 4}}\left(\mathrm{Hith}_{\text {refLegPos }}\right) \tag{11}
\end{align*}
$$

where

$$
f_{\ell}=t+\text { transferDuration }+0.5 \text { (supportDuration) }
$$

This foothold will insure that that leg a comes to its "mid-stance" position half way through its support phase. We must still determine the position of the foot in the body's coordinate system at the time the foot is placed down. This knowledge is required in order to facilitate moving the foot horizontally with respect to the body during the transfer. This may be accomplished by:

$$
\text { Borly } \overrightarrow{\text { refLegPos }}_{f_{3}}={ }^{\text {Body }} T_{\text {world }_{f_{2}}}\left(\text { Workl }_{\text {refLegPos }}^{f_{1}} \text { }\right)
$$

where

$$
f_{2}=t+\text { transferDuration }
$$

The generic transfer trajectory designed by the animator may then be adapted to move between the current foot position and the calculated foothold so that the height in the world and proportional distance moved next to the body are preserved.

Robotics research on walking vehicles has provided a rich source of computational models for the solution of body motion planning and leg coordination $22-26]$. However, their design criteria is somewhat different the requirements of animation.

The primary design concerns of the robotics algorithms are to maintain dynamic stability of the walking vehicle, to avoid leg intersections, to optimize the load balancing and energy consumption, and to insure that the feet never stray beyond their kinematic limits. Because the algorithms must actually work for real walking machines (rather than simulated figures), their scope is conservative. Restrictions are placed on the types of gait patterns and relative phase relationships between the legs, thereby drastically limiting the repertoire of behavlors.

The design philosophy of PODA is tu give the animator absolute control over the entire set of of available gaits in order to exploit the coupling between rhythm and dynamics (to be discussed) since these matters are of extreme importance in artistic design. Moreover, since PODA's current implementation on the Ridge 32C minicomputer provides for realtime computation of a figure possessing four 9-degree of freedom legs at 2 frames per second, leg interference and unnatural leg stretching may be detected immediately, leaving the range of many reasonable solutions to these problems up to the artist rather than hard-wiring a single solution into the motion model.

## MODELING THE DYNAMICS

## OF LEGGED LOCOMOTION

The simulation of the dynamics of motion control in legged animals is an extremely complex modeling problem. Models for single limbs (industrial robots) which compute the relationships between the torques applied at the joints, the masses and moments of inertia of each of the links, and the position of the joints and their associated time derivatives, are well understood [38]. Work has also been published in the biomechanics field on the the relationship between muscular forces and motion parameters of simplified "ideal" models of animals $[33,34]$. Although these models may produce interesting animation, their appropriateness for artistic design and control must be considered as well as their (usually substantial) computational costs.

## Simulation vs. Animation

In contrast to industrial robots and biomechanical simulations, animation does not necessarily require the computation of actual forces. The application of dynamics to animation is simplified by the fact that we are interested only in what can be seen.

The essential concern is to make the motion look as if forces were being applied. In other words, we are primarily interested in solving for the acceleration in dynamics models - the computation of parameters such as forces, torques and moments of inertia is only relevant if it can help us easily manipulate accelerations to produce coherent dynamic realism.

The necessity for modeling dynamics in PODA was apparent as soon as the kinematic model was completed. In a purely kinematic model the motion of the body is quickly seen to be independent from the coordination of the legs, and it appears as though the body is suspended from strings, pulling its legs behind it.

The development of dynamies for PODA is an ongoing research project. The initial goal was to see whether very simple dynamic models of legged locomotion could be developed which were both amenable to artistic control and as fully general as the kinematic model (applicable to any figure constructed by the animator). At the time of this writing, PODA is capable of modeling the translational acceleration of the center of mass of body in the vertical direction and ground plane, and the rotational acceleration of the body that is required to insure that it is facing in the direction of movement (if tuming is desired). At all stages, the body's motion is constrained and propelled by the simulated forces applied by the legs.

## Decomposition of Dynamic Control in PODA

The simple model used in PODA was inspired by Raibert's work on legged hopping machines. He and his coworkers have built a onelegged hopping machine which is able to balance and move in three dimensions. His control algorithms are based on a decomposition into hopping height, forward velocity, and attitude control[31,28].

The model used in PODA decomposes the dynamic coupling between the legs and the body along two lines: decomposition by leg and decomposition by body direction.

## Vertical Control

Dynamics in the vertical direction must take into account the effects of gravity and the gait cycle period of each leg. Since PODA's decomposition scheme is based on decomposition by leg, it will be helpful to consider a one-legged figure.


A 14 legged insect shown in its standing position.


Moying in a wave gait, the legs near the rear adyance toward their next footholds.

Figure 11

The current model makes the simplifying assumption that the upward force applied by the leg on the body is constant during its support phase. The animator supplies PODA with both the value of this force, the mass of the body, and the downward acceleration due to gravity. Net upward acceleration of the center of mass is then given by:

$$
\begin{equation*}
\vec{a}_{y_{i}}=\left(\frac{\vec{F}_{y_{i}}}{\text { mass hody }}-g\right) \text { for } \operatorname{leg} i \tag{12}
\end{equation*}
$$

The gait cycle period may be subdivided into three dynamic stages of the leg's motion: pushing the body up,free falling, and then restoring the body to its original position (as long as the application of upward leg forces are symmetrical about the mid-stance position, the body will stabilize to zero velocity at that position). We will call these the push duration, fall duration, and restore duration respectively (fig. 12).

The leg support duration is a function of the body speed in the horizontal plane and the stroke (equation 7). Since the leg's traversal of the transfer trajectory must coincide with the body's ballistic motion, we have:

$$
\begin{equation*}
\text { transferDuration }=\left(\frac{\vec{a}_{y_{i}}}{g}\right) \text { (supportDuration) } \tag{13}
\end{equation*}
$$

The vertical position of figures with multiple legs is determined in PODA by the superposition of the ballistic motion of the body due of each of its legs considered independently. This extremely simple model produces remarkably realistic motion for both walking and running in multiple leg figures: if the magnitude of vertical acceleration is low and the phase relationships of the legs are in opposition, the upward accelerations will cancel, resulting in a smooth walking oscillation. High accelerations resulting from strong single leg forces (e.g. running in a trot) or the sum of forces of many legs pushing from the ground together (e:g. hopping) propel the body into the air.

The trajectory taken by the body due to the summation of vertical leg accelerations and downward gravitational accelerations taken from each of the legs is automatically synchronized with rhythm of the phase relationships in the legs. For example, convincing cantors, trots, and bounding motion may be animated simply by altering the figure's gait.

Another advantage to PODA's leg decomposition of vertical dynamics is that changes in the figure's motion parameters which evolve over gait cycle periods, such as body speed or upward leg force may be easily accommodated by adjusting the related dynamic parameters for each leg's contribution independently at the beginning of its upward pushing phase. The stability of each leg's contribution guarantees the vertical stability of the body as a whole. A gait shifting algorithm has been developed by one of the authors which exploits the ability for legs to undergo phase shifts by varying the distribution of vertical pushing forces among them.

## Horizontal Control

The desired horizontal path taken by the figure is specified in PODA by the animator with a cubic spline (Catmull-Rom or B-spline). Given the desired body speed along different parts of the curve, PODA may calculate the desired positions and velocities along it using a numerical arclength calculation.

However, a legged figure's acceleration toward a desired direction and speed must be coherent with its leg support duration pattern and it must also simulate the effects of momentum in a given direction in order to give the body a sense of weight.

In PODA, the body's ability to turn and speed up is consistent with the number of feet on the ground and the maginitude of the maximum achievable force $\left\|\overrightarrow{F_{\text {maxi }}}\right\|$ assigned by the animator to each supporting leg. The maximum achievable acceleration of the body is governed by the sum of their forces:

$$
\begin{equation*}
\left\|\vec{a}_{x z_{\max }}\right\|=\sum_{i=1}^{n} \frac{\left\|\overrightarrow{F_{\max }}\right\|}{\operatorname{mass}_{\text {mody }}} \tag{14}
\end{equation*}
$$

where $n$ is the number of feet on the ground.


Figure 12

At each frame PODA computes the next desired velocity along the desired bouy path. Then PODA determines the desired acceleration at a given frame through velocity error feedback, that is, by subtracting the desired velocity from the current velocity at that frame. The horizontal acceleration of the body at frame $t$ is then computed as:
where

An additional backward acceleration during the restore duration and forward acceleration during the push duration is necessary in order to simulate the effects foot position with respect to the body at foot placement and foot liftoff [28].

## Rotational Control

The foothold and leg transfer calculations described adapt to allow for full rotational control of the body. At the time of this writing, however, only the dynamics of accelerations about the yaw axis have been implemented (the pitch axis rotation apparent in figurei 2 is due to the separation of the application of vertical acceleration between the front and rear sections of the body). Yaw axis accelerations are necessary if we wish the body to realistically turn so that it is facing in the direction of movement.

The simple frame to frame strategy applied for horizontal control is not sufficient for coordinated turning, especially for running gaits wherein the legs are off the ground. In such cases one must know where the body is going in order to effectively anticipate the rotational accelerations required to keep the body properly oriented before its feet leave the ground.

The solution adopted by PODA for rotational control takes advantage of its ability to know the translational coordinates of the body in advance. The order of calculation for body dynamics plays an important role in this matter (fig. 13). The direction of body motion may be derived from the sequence of actual velocities taken by the body.


Once the desired body orientations are known, PODA is able to exploit the leg decomposition strategy employed for vertical control. Each leg applies a positive acceleration during its pushing phase and a negative restoring acceleration during its restoring phase in order to bring the body exactly to the desired angle computed at its mid-stance reference leg position. If we solve Newton's equations of motion with the constraint that we wish the final mid-stance rotational velocity to be zero, we have:

$$
\ddot{\sigma}=\frac{\left(\sigma_{\text {midstance }+P}-\sigma_{\text {midStance }}\right)}{(\text { pushDuration })(\text { pushDuration }+ \text { fallDuration })}
$$

where $\sigma$ is angle about the yaw axis.

## Conclusion

The described formulations have proven to be successful models for the synthesis of legged locomotion. However, many interesting problems remain to be solved. We will refine the legged locomotion model in PODA as more is learned from each simpler model. The addition of rotational dynamics for body pitch and, more generally, the modeling of body dynamics due to the motion of non-supporting limbs are obvious choices for extension.

Other problems of interest include the development of control techniques for maintaining postural balance, the inclusion of obstacle avoidance and collision detection, and a means of designing motor skills above and beyond the requirements of walking and running.
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